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has different meanings as E-Move Version I. First, we check the customer’s credit details and at
the end of the workflow, the customer is charged according to the actual rental and shipment
service. 

Company A provides the rental and shipment service. From the E-Move point of view, the
detailed transaction will be performed by Company A. The E-Move Company just needs to
synchronize the information provided and the results received. That means, in the E-Move
transaction architecture, we do not have to express the detailed rental and shipment transactions.
The following is the E-Move Version II transaction architecture. The bold architecture names are
reused from E-Move Version I.
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Figure 8: E-Move Version II Transaction Architecture Diagram
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6. RELATED RESEARCH WORK 
Related research work will be addressed along aspects as given by: i) transaction modeling, ii)
business process modeling and iii) BDL. 

In the field of transaction modeling, a number of approaches have been adopted in the literature.
For instance, dynamic transaction schema (Ngu, 1989), transaction interoperability (Tarr and
Sutton, 1993) and dependency rules (Gunthor, 1993) have been investigated in previous work. In
later research, transactional technologies were introduced into workflow management systems to
express business processes because of the lack of failure semantics and recovery features in these
systems (Alonso et al, 1996; Georgakopoulos et al, 1996; Chen and Dayal, 1996). With the dramatic
growth of the Internet, more and more issues are discussed about E-Commerce transactions
(Sandholm, 1997; Li et al, 2001). For example, in Nektarios and Christodoulakis (2002), a high-
level Unified Transaction Modeling Language is proposed recently to model complex web
transaction design. However, few transaction modeling techniques demonstrate very complex long
transactions which are more and more identified in real world and keep the modeling process
flexible and extensible in order to support existing and future transaction models. In addition, these
research works do not support verification and validation, which is required in the E-Commerce
context. Furthermore, they do not provide an executable framework for scenario-based checking.
These aspects motivated us to find a new approach, which can verify the transaction processes
before a complex E-Commerce system is built and this has led to the proposed transaction patterns
and architectures in this paper. It then becomes a good starting point if one first develops an
effective high-level modeling tool to facilitate future work. 

Recently, a rich set of notations, called the Business Process Modeling Notation (BPMN), has
been released recently by bpmi.org (BPMN, 2004), which acts as a standardized bridge for all
business users including business analysts, technical developers and business people to model from
internal business processes to B2B processes. Flowcharting technique is used in the Business
Process Diagram (BPD) in which graphical elements are categorized to enforce simplicity, but with
additional macro operations, complex system modeling can also be handled. In the complete set
BPD, an event, compensation and exception notations are included, as shown in Figure 9 (adapted
from White, 2000). The example models both a simple transaction and a complex long transaction,
which deals with a number of exceptions and compensation schedules among different business
entities. Compared with BPMN, realistic and complex E-Commerce transaction constraints can be
effectively captured by the transaction patterns and architectures. As mentioned in Section 1, our
approach overcomes the limitations of the lack of formal semantics in graphical approaches and
unmanageable complexity. In addition, we also provide a formal mechanism to verify complex
transactions. It shares common features with Architecture Description Languages, which mostly
focus on conceptual designs instead of real implementations. A more recent work (Glasser et al,
2004) stresses on aspects of executability and interoperability with the .NET language and we have
realized that connecting with successful software systems will offer visible and realistic benefits to
present E-Commerce systems. Although this is not the focus of this paper, a discussion has been
provided and a concrete implementation is being considered.

BDL was first proposed to describe the concurrent behavior of simple objects or a group of
objects (Bertrand and Augeraud, 1999), while complex E-Commerce transaction systems involve
workflows which are activity-based. When we try to use the BDL on the E-Commerce systems, this
inconsistency forced us to seek for support from the event semantics. We therefore extended the
BDL further. In fact, the entities in a multi-organizational environment can be repackaged as objects
and the activities, which then can be considered with event semantics. At least, the event semantics
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is obvious at each level of transaction patterns and architectures. Consequently, existing verification
tools can be used to verify transaction systems or part of the systems. Furthermore, the extensions
to the BDL may lead to new effective verification or testing tools to be developed.

7. CONCLUSIONS AND FUTURE WORK
In this paper, we have described the syntax, semantics and usage of a Behavioural Description
Language (BDL) developed for modeling and verifying E-Commerce transaction processes. On the
basis of transaction models, we build the BDL notations to express E-Commerce transaction
processes. We also put forward the concept of transaction pattern and transaction architecture
which are the containers for BDL. The advantages of using BDL in E-Commerce systems are: i) it
can model real world, concurrent and complex business transactions, ii) its expressive feature, iii)
the model developed by BDL can be verified through existing verification tools and subtle errors
may be detected. Consequently, the reliability can be improved in the development of E-Commerce

Figure 9: BPMN Compensation Handling and Transactions
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transactions. In other words, we introduced the modeling and verification power into the E-
Commerce applications to gain the benefits of flexibility, expressiveness and structure. 

The present work addresses issues in automation of transactions in E-Commerce also. We have
shown that complex long transactions, which exist in B2B, B2C and C2C can be modeled through
the BDL introduced in this paper. Due to the variety and complexity of an E-Commerce transaction
system, the development of an effective verification tool is being under consideration. Firstly, a GUI
visualization tool is very useful so that a complex transaction can be easily built, understood and
accepted. Further, a theorem prover or an equivalent system could be developed so that the BDL
notations and transaction architectures can verify the correct operation of the underlying E-
Commerce structure. Mapping to the standard Business Process Execution Language (BPEL),
which is currently considered as the most important execution language, is another beneficial
implementation. The XML-based BPEL provides event, fault and compensation handlers and the
reader can refer to BPEL for Web Services (2003) for further reading. We are also interested in
whether composite events can be used to give semantic and executable support to high-level
transaction architectures. The research on Complete Interaction Sequences (White et al, 2001;
White and Almezen, 2000) is also worthy of following up.
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APPENDIX: FEATURES OF TRANSACTION MODELS

A.1 ACID Transactions
As Bernstein et al (2004) pointed out, a transaction is a computation whose execution is constrained
by the fundamental properties of atomicity, consistency, independence, and durability (collectively
known as the ACID properties (Bernstein et al, 2004)). ACID transaction includes flat transaction,
chained transaction and nested transaction and these are briefly described below: 

A.1.1 Flat transaction
A flat transaction is one in which one of the operations in a tuple of operations fails. An example is
the debit/credit transaction where a debit operation is done but the credit operation crashes. Figure
A.1 (zur Muehlen, 2004) shows that, after the transaction begins, it is guaranteed to have a result,
namely, success or failure. This makes the system change from one state to another consistent state
and, in addition, makes the system more durable. The flat transaction is proven to be highly
effective as it has an excellent control over the short and concurrent database access, while not
losing strict consistency requirements. Although the flat transaction is not suitable to model
complicated business processes, surprisingly, most of the transactions are flat nowadays (Vogel and
Rangarao, 1999). 

A.1.2 Chained Transaction
A chained transaction is an evolution of the flat model, which addresses the business problem where
“save points” are needed during the execution of the transaction. Figure A.2 (zur Muehlen, 2004)
demonstrates the important fact that if there is a crash, the transaction which is being committed can
be aborted without the need to abort all of the committed jobs. That means that one need not have
to go back to the beginning of the transaction – unlike the flat transaction.

A.1.3 Nested Transaction
A nested transaction can have many sub-transactions within the main transaction; it is convenient
for modeling more complex business logic. Figure A.3 shows a transaction T with two sub-

Figure A.1: A Flat Transaction with a 
Feature of Immediate Aborts

Figure A.2: A Nested Transaction with Partial Aborts
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transactions T1 and T2, with each having sub-transactions T11 & T12 and T21& T22 respectively.
The execution of committing T depends on whether all of the sub-transactions have completed.
There is a synchronization point before T commits to check the results of the sub-transactions. A
unit of transaction like T12 can be committed or aborted individually, however, the system will only
make T12 persist while all its parent transactions T1 and T commit. 

From Table A.1 we can see that if a parent transaction aborts, all of its committed children 
e.g., T21 and T22 will also be aborted. However, if a sub-transaction aborts, the parent may not be
aborted; instead, the parent can perform the following actions:

A. Re-try the sub-transaction and execute at least a minimum re-try number.
B. Prepare an alternative sub-transaction and execute. 

Compared with the flat transaction, the nested transaction has two major advantages: i) it can
recover from partial failure and ii) the sub-transactions can be executed concurrently.

A.1.4 Two Phase Commit Protocol for Distributed Transaction 
The two-phase commit protocol, usually referred as 2PC, is developed for distributed transaction in
which the update resources are located in different places. As an extension of flat ACID transaction,

Figure A.3: A Nested Transaction

Transaction Sub Transactions Alive Commit List Abort List

T T1,T2 Yes T1, T12 T11,T2

T1 T11,T12 Yes T1,T12 T11

T2 T21,T22 No (Aborted) T2

T11 No (Aborted) T11

T12 Yes T12

T21, T22 No (Parent Aborted) T21,T22

Table A.1: Nested Transaction Execution Information List of Figure A.3



An Event Algebra Based System for Verifying E-Commerce Transactions

Journal of Research and Practice in Information Technology, Vol. 37, No. 4, November 2005428

2PC has to keep the atomicity property by committing all updates in different resource managers
together (Vogel and Rangarao, 1999). The transaction coordinator sends a “prepare-to-commit”
message in the first phase to all participating resource managers and requests them to reply. In the
second phase, the coordinator first collects the replies. If all of the resource managers are ready to
commit, then the coordinator will send the commit request to all resource managers. After sending
the replies to the coordinator, all distributed resource managers wait for the commit request and they
will commit together.

As shown in Figure A.4 (zur Muehlen, 2004), if one of the resource manager e.g., A fails, the
resource manger will abort locally and send a “Not Ready” reply to the coordinator. The coordinator
will send “Abort” request to all resource mangers which have replied “Ready”. 

Figure A.4: Two-phase Protocol for Distributed Transaction

Figure A.5: The Workflow for the Trip Booking Business Transaction

NB: The black circles and diamonds represent merge and decision-points respectively. As noted in the paper, the black
diamond notation ahs been introduced to strengthen the "rollback" features of E-Commerce transactions, viz., a transaction
will not be committed until it passes through the established guards.
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In summary, the ACID transactions have the features of short duration and strict isolation.
However, in the business field, the ACID transactions may have problems to support workflow
based transactions. zur Muehlen (2004) expressed these problems using a trip-booking workflow
example where it is not possible to apply atomicity when the transaction includes calculating the
cost and sending the invoice. At the same time, it is almost impossible to preserve isolation when
preparing invoices for the customers (see Figure A.5) (zur Muehlen, 2004).
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