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Advances in computer science have enabled the development of more and more complex systems. One of the most powerful tools to manage these systems is coordination models and languages. However, a serious limitation of these models, with regard to their usability, is that they do not provide support to manage the coordination constraints from the early stages in the software life cycle. Indeed, while these models provide suitable support to structure the applications giving a separate treatment to coordination patterns and functional components at the implementation phase, they provide little support to deal with adequate treatment of such concerns in the requirements definition. Coordination models should be encompassing a methodology supporting the separation of concerns throughout the whole software development process. An example of such methodology is presented in this paper providing a graphic technique, a method of generating formal interpretable specifications for the reproduction of coordinated environments and an accordance checker to verify the system formal representation with regard to the graphic one. The method is based on the use of the formal language Maude (as a simulation tool) and Coordinated Roles as a coordination model.


1. INTRODUCTION

Advances in computer science have enabled the development of more and more complex systems, and one of the latest trends is component based software development (Heineman and Councill, 2001), where interactions and relations between components are established to configure the whole system. In this way, coordination models and languages (Frølund, 1996; Inverardi, Wolf and Yankelevich, 1997; Arbad, 1998; and Cruz and Ducasse, 1999) are powerful tools for the management of the interaction concerns between components.

However, the application of these models has focused on the last stages of the software life cycle. This is a serious limitation with regard to their usability, because they do not provide support
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to manage the coordination constraints from the early stages in the software development process. Indeed, these models provide suitable support to structure the applications giving separate treatment to coordination patterns and functional components at the implementation phase, but they provide little support to deal with adequate separation in the requirements definition or architectural design phases. Thus, the treatment of coordination constraints is relegated to the implementation phase, incrementing the responsibilities of programmers. As a result, they have to accommodate the system specifications to the rules and tools provided by the coordination model, and this accommodation supposes changes that create a mismatch with the system implementation, having critical consequences over the system maintenance and being a possible cause of misinterpretations and incoherencies.

To deal with the specification of complex systems, coordination models should be encompassing a methodology supporting the separation of concerns throughout the software life cycle. This methodology can provide formal techniques to describe system specifications, thereby avoiding ambiguities, increasing strictness and making use of verification tools to demonstrate properties that the system must satisfy.

Using formal techniques to represent the system requirements in such methodologies allows practitioners to check the syntactic and semantic correctness of the system specifications and avoids ambiguities and lack of precision. However, one can have a correct specification that does not match the user requirements. Therefore, a specification validation step is required to confront requirements stated by users with specifications representing the system’s conceptual model.

Some validation methods (Gravell and Henderson, 1996) include the simulation of the system by executing the formal specifications. Using that technique, users can observe the system’s dynamic behaviour in different situations, checking whether the specifications produce the expected results. Moreover, the execution of specifications makes the reproduction of complex configurations easy, helping to discover deficiencies and situations not considered in the initial requirements.

With respect to the representation of system requirements, although formal techniques are more rigorous, graphic techniques are more easily understood by stakeholders. Therefore, it is advantageous to combine both. In this way, the former help to understand the interactions between system components, and the latter allow the concrete features that complete the graphic to be detailed.

On the other hand, the system representation by means of formal techniques in different detail levels allows us to verify whether these representations are coherent and consistent with the initial requirements definition.

COFRE (Coordination Formal Requirements Environment), is a set of tools offering all the above features, and provides a methodology to make the system specification easy based on formal and graphical techniques, while focusing this task on systems with important coordination constraints. This relegates the choice of a coordination model to the design phase while dealing with coordination constraints from the early stages. As a benefit, changing and reusing components and coordination patterns from requirements is a more systematic and pleasant task. Moreover, the simulation of the system is possible by executing the formal specifications, which simplifies the validation process, and the use of a verification tool allows for checking the accordance between specifications in different abstraction levels.

2. MOTIVATIONS

With the aim of making software development easier, a wide range of graphical tools combining both graphical and formal techniques have been developed in recent years. For example Rhapsody (Rhapsody, 1999) and Statemate in Harel and Naamad (1996) are commercial tools based on the use of...
of statecharts defined in Harel (1987) and are appropriated to specify intra object behaviour. The OO-Method (Pastor et al, 1998) combines OASIS (Pastor et al, 1997) and UML (Rumbaugh, Jacobson and Booch, 1999), and the TROLL Workbench in Grau (2001) and TROLL Tbench (Kusch et al, 1995) tools combine TROLL (Jungclaus et al, 1996) and OTROLL (based on OMT). In Drew (1995) the combination of Causal Diagrams, a mathematic model to avoid the inherent ambiguity of the diagrams and a textual description to help in the understanding of the model for stakeholders is proposed. Causal Diagrams are oriented to describe how some attributes and calculus (that determine the system state) can be obtained starting from others. These tools can express in a detailed way the static and dynamic aspects of the system, making use of different charts to express each one and allowing for the description of the system representation until the detailed design or implementation stages.

However, initial requirements making use of these techniques are expressed in a global way that makes it difficult to adopt an architectural or design technique based on the separation of concerns (including coordination constraints). Particularly in coordination environments, the adoption of a coordination language requires the separation of the specification of the coordination behaviour from the functional one. But this task is delegated to designers or programmers starting from a conceptual model where these concerns are mixed. To avoid this problem, the development processes are made more agile and consistent. In this way, COFRE separates the functional concerns described for each component from concerns related to the interactions between them from requirements definition in developing process, adopting specific tools which allow for the representation of this separation from early stages.

In order to provide the validation process, several techniques have been proposed rendering the conceptual model more comprehensible for users. Most of these techniques consist of introducing graphic symbols or user’s concept defined as Kung (1993), paraphrasing parts of the conceptual model in natural language in Dalianis (1992) or generating explanations from the specification (Gulla, 1996). At any rate, simulation by means of the model execution permits the observation and testing of the dynamic properties of the system. Often the formal specifications execution is named animation. Most of the animation techniques need the translation of the specification to a programming language in order to be executed (Grau, 2001; Kusch et al, 1995; Letelier, 1998), which can provoke a lack of precision and fidelity between both representations due to the different abstraction levels of the languages.

In coordination systems attention must be focused not only on validating each system component, but also on guaranteeing that the final behaviour obtained in the composed application is semantically coherent. Of particular importance is whether gluing together a coordination policy and a set of components (that can have been coded separately) in an application will produce the expected behaviour, and whether the addition or change of coordination constraints will not produce conflicts with the current behaviour.

In addition, a verification process is necessary for checking whether or not the interaction constraints agree between elements expressed in the initial requirements definition, and the detailed system specification where a specific coordination model has been applied.

In order to explain our proposal to improve the software developing process under these motivations, a single but illustrative example is presented. The example is an extension inspired in the Car Park study case presented in Sánchez et al (1999).

2.1 Car Park example
This example presents a system to control the access to a car park, which has the following elements: a traffic-light at the entry of the car park, a ticket-machine to provide the entry tickets, an
optic-reader to control the entry of regular customers, and a barrier allowing the access to the car park. The desirable car park behaviour is as follows: when a sensor detects a car passing, it sends a message to the ticket machine, invoking the Give action to supply an entry ticket. This action produces a ticket and there is a sensor detecting if the ticket is collected. There is another sensor before the barrier. When the sensor detects the presence of a car, it sends a message to the barrier invoking the Rise action. However, the barrier must not execute the Rise action if the ticket machine has not finished the Collect action. It is necessary to impose this constraint, because if the ticket machine cannot execute the Give action (i.e. there is no paper), or a ticket is produced but not collected, a car could enter. A separate provision is made for regular customers; they exhibit a sticker in their windscreen that can be read by the optic reader. In this way, when a car comes into the car park, the optic reader first detects if the car has the sticker of a regular customer; otherwise, the ticket machine produces a ticket. In both cases, the barrier is raised only if the sticker has been read or the produced ticket has been collected. In the entry, the traffic-light remains red while the car park is full; otherwise it is in green. When the traffic-light is in red, it will not allow new cars to go in. In order to control that, the corresponding actions in the optic-reader and the ticket-machine, reading the customer stickers or supplying entry tickets, are inhibited.

3. A PROPOSAL FOR DEVELOPING COORDINATION SYSTEMS
In this section, the above topics are focused on, proposing COFRE to make the specification and validation process easier for both software engineers and users. This proposal is based on the joint use of the formal language Maude (Clavel et al., 1999) and a new kind of diagrams called Interelement Requirement Diagrams (IRDs).

Maude is an executable algebraic language based on rewriting logic that allows both functional and object-oriented specifications in a concurrent and non-deterministic way. Maude specifications can be executed by means of its rewrite engine, which facilitates its use for prototyping and for checking the specifications behaviour (Sánchez et al., 2000). The language permits the definition of modules containing operations, equations and rewrite rules. The execution of specifications is performed by means of reducing terms in equations and rewrite rules.

The use of rewrite rules is particularly appropriate to represent state transitions in systems of concurrent objects, where a configuration formed by the object instances and the current messages present in the system determine the system state in each moment. Maude is a reflective language like the rewriting logic on which it is based, and provides specific definitions and operations to efficiently manage specification modules and terms specified in the language itself. This capability allows Maude to be used to develop tools that manage specifications written in Maude as well. The executability of the Maude specifications and the reflection make the use of Maude appropriate to represent the different abstraction level specifications of the system as well as to manipulate the specifications themselves, being the language in which part of the tools composing COFRE are implemented.

While Maude is used to specify component behaviour, IRDs are used to specify the cooperation rules (coordinated interactions) between components in a graphical way. The use of IRDs makes the system specifications more comprehensible but does not introduce lack of strictness. In fact, the artifacts from IRDs have a well-defined semantic in Maude.

The transition to the design stage is made by adopting the exogenous coordination model Coordinated Roles (CR) (Murillo et al., 1999). This coordination model is inspired by IWIM model defined in Arbad (1996) and based on the Event Notification Protocols (ENP) mechanism, which allows a coordinator component to ask for the occurrence of an event in another component. This
process is transparent to the components to be coordinated. The notification can be asked for in a synchronous and an asynchronous way. The events for which notification can be asked are the reception of a message (RM event), the beginning of the processing of a message (BoP event), the end of the processing of a message (EoP event) and the fact that the notifier component has reached a particular abstract state (SR event). Each coordination component imposes a coordination pattern structured as a set of roles. A role represents an abstract system component. The actions or the state defined in a role can constrain the execution of the actions defined in other roles. Consequently, each of the characters that can be played in a coordination pattern is represented by a role. Behaviour components will have to adopt these roles in order to be coordinated. For each role, coordination components specify the set of events required to represent the desired coordination constraints. The binding between coordinators and components to be coordinated is done at runtime via composition syntax.

So, the artifacts from IRD diagrams have to be represented in terms of CR definitions. These definitions also have a representation in Maude language (Sánchez-Alonso and Murillo, 2002), in a sufficiently detailed specification that allows the execution representing different system configurations. In this way, the system behaviour can be simulated and observed, contributing to the system validation. Moreover, the specification adopting the coordination model can be verified with respect to the initial formal representation of the IRD to determine their accordance making use of the accordance checker, developed for this purpose. Figure 1 shows a schematic representation of the method.

### 3.1 Interelement Requirements Diagram

In the system requirements description, it is interesting to represent the system elements and their dependencies using an initial graphic schema, independent of later design decisions. Users must help to make that representation, collaborating in the discovery and the comprehension of the relationships between the different components in the system. With the aim of achieving an easy graphic representation to express an initial system requirement, thereby facilitating the posterior application of a coordination model, we propose a new kind of diagram named Interelement Requirement Diagrams (IRD). IRD definition is the first step in COFRE method (see Figure 1). This

![Figure 1: Schematic representation of COFRE method steps](image)
task consists of representing the physical elements of the system and their dependencies, identified starting from user explanations.

The aim of IRDs is to represent the system’s main features in the requirements definition when the system’s specific objects and their classes have not yet been determined. This representation consists of a unique graph where the following topics are expressed: main system elements, how they are related, their global behaviour, how they answer to a specific stimulus, and how different features in their context are expressed. The system’s static (the element’s observable structure and external interface) and dynamic (relations describing the system behaviour) aspects are contained in the same

Figure 2: IRD of the car park example.
representation. Static aspects are expressed by means of nodes named elements, their observable external actions (operations that the element can perform) and the values needed to perform these actions. Dynamic aspects are expressed by means of relations between components, represented by single arrows, where some conditions can decide whether the action invocations are attended to or not.

Figure 2 shows the IRD corresponding to the car park example, described in the previous section. System components are represented as nodes in the diagram named elements. For each element, values, state, actions and activities can be defined (grey side in Figure 2). The state and actions can be asked for from relations between elements while activities and values are private for elements. The values represent features of the element and actions and activities represent tasks that an element can perform. The difference is that actions are invoked by means of a message passing and activities are invoked internally. The definition of a kind of elements is specified the first time that an element of this class is represented; the rest of the time it is only necessary to specify the name of the kind of element.

The interactions between elements and their constraints are expressed in terms of relations. A relation can ask for events over actions or the state of the source objects. These events allow the actions restricted in target elements to be executed if they have been previously invoked.

In Figure 2, the state of the traffic-light imposes a constraint over the ticket-machine and the optic-reader in order to prevent cars from passing if there are no vacancies. This constraint is represented by means of the Pass-Ok relation with the traffic-light as source and the ticket-machine and the optic reader as targets. When the Pass state is true the Read-sticker action or the Give action can be performed. As the Give action only has to be produced if the car passing is not a customer, the priority of the actions is expressed by a number in the relation next to the target element in the diagram, and by means of an else operator in the definition. The other relation, Entry-Ok, determines that the invocation to the Rise action in the barrier element has not been attended to until the End of the Read-sticker action or the Collect action from the source elements has been produced.

### 3.1.1 Formal representation of IRDs

An IRD represents system requirements in a semiformal way providing a visual representation of the system and a description of the constraints over the relations between the system elements. That representation is easier to understand by users and designers but it may be inaccurate, incomplete or inconsistent with the design specification. In order to take advantage of this representation and avoid the disadvantages, the semantics of each element in the IRD has been defined using the Maude formal language (second step in Figure 1).

Each element in an IRD is represented by means of an object module in Maude, where a class is defined as a subclass of Elmt (defined in DefELEMENT) with its own attributes and the actions defined as messages.

Returning to the Car Park example, the module ELMT_ticket-machine represents the ticket-machine class of element.

```
(mod ELMT_ticket-machine is
   protecting DefELEMENT .
   class ticket-machine .
   subclass ticket-machine < Elmt .
   msg Give : Oid -> Msg .
   msg Collect : Oid -> Msg .
   endom)
```
The ticket-machine is an Elmt subclass. The two actions Give and Collect are represented as messages. No attributes and no State are defined in this element. In the same way, the ELMT_barrier and ELMT_optic-reader are defined with the messages representing their corresponding actions.

The traffic-light element definition in the IRD has two actions, In and Out, that are formally represented as messages, but in this case the actions define sentences. When sentences are defined in an action, they are represented in Maude as rewriting rules.

\[
\begin{align*}
\text{(omod ELMT\_traffic\_light is} & \\
\text{protecting DefELEMENT .} & \\
\text{class traffic\_light | State : Ste('Pass, nil),} & \\
\text{ValState : [ true ; false ] , Capacity : Int ,} & \\
\text{Green : Bool .} & \\
\text{subclass traffic\_light < Elmt .} & \\
\text{msgs In Out : Oid -> Msg .} & \\
\text{var TL : Oid .} & \\
\text{var C : Int .} & \\
\text{rl[In1] : In(TL) < TL : traffic\_light | Capacity : C >} & \\
\text{=> < TL : traffic\_light | State : Ste ('Pass, false),} & \\
\text{Capacity : (C - 1) > .} & \\
\text{crl[In2] : < TL : traffic\_light | State : Ste ('Pass, false),} & \\
\text{Capacity : C >} & \\
\text{=> < TL : traffic\_light | State : Ste ('Pass, true) > if C >= 0 .} & \\
\text{crl[In3] : < TL : traffic\_light | Capacity : C , Green : true >} & \\
\text{=> < TL : Traffic\_light |Green : false > if C <= 0 .} & \\
\text{rl[Out1] : Out(TL) < TL : traffic\_light | Capacity : C >} & \\
\text{=> < TL : traffic\_light | State : Ste ('Pass, true ),} & \\
\text{Capacity : ( C + 1 ) > .} & \\
\text{=> < TL : traffic\_light | Green : true > if C >= 1 .} & \\
\text{endom)} & \\
\end{align*}
\]

Another object module represents the complete IRD in Maude, specifying the instance of the IRD class where the set of elements and the set of relations are defined. In the example, the IRD\_Car\_Park module represents the concrete instances of the elements defined above and their relations.

\[
\begin{align*}
\text{(omod IRD\_Car\_Park is} & \\
\text{protecting DefIRD .} & \\
\text{protecting DefRELATION .} & \\
\end{align*}
\]
It is necessary to import all the above element definitions and a set of auxiliary modules. The init operation results in a system configuration whose equation creates instances of each element in the car park IRD. The two constraint relations in IRD are declared now. The ‘Pass-Ok’ relation indicates the origin of the relation in the From attribute. In this case the origin is the ‘TL’ traffic light element. The final elements in the relation ‘TM’ and ‘O’ are indicated by the To attribute. The Constraint attribute expresses the necessary conditions to perform, first, the Read-Sticker action in the ‘O’ optic reader, if an invocation to this message exists (the customer sticker has been detected on the windscreen); otherwise it performs the Give action. One condition must be satisfied to execute those actions; the ‘Pass’ state of the ‘TL’ traffic light element must be true. The processing mode has to be synchronous: the traffic light will be locked until the Read-Sticker or the Give action can be processed.

The ‘Entry-Ok’ relation acts in the same way; it has two original elements and a final element represented in the attributes From and To respectively. Its constraint has two events separated by an or operator, describing that one of these events must occur to allow the execution of the Rise action in the barrier element in a synchronous mode. These events are the end of the processing of the Read-Sticker action in the optic reader element or the end of the processing of the Collect action in the ticket-machine element. Finally, ‘Car-Park’ object, which represents the IRD, is defined, including the set of elements and the set of relations.
In this way, the interaction constraints imposed by the relations between elements are specified separately of the elements, providing several advantages:

1. This representation allows one to gradually broach the system specification difficulty from requirements, focusing on the interaction rules of the system abstracting of the component specifications.
2. The adoption of a coordination model in the design stage is direct and more intuitive.
3. It makes the reusability of the IRDs easier, changing the constraints imposed by the dependency relations without modifying the element specifications.
4. The formal representation and posterior steps (shown in Figure 1) are generated automatically from IRDs, making easier the development process and reducing the corresponding efforts and costs.

### 3.2 Maude System Representation

Thanks to the separation of the coordination rules from the system elements, the correspondence between the formal specification of IRDs and a coordination model is simple. In COFRE, the coordination model applied in this step is Coordinated Roles, but other models could be adopted following a similar correspondence. Each element definition is corresponded with a CR class definition and each relation is corresponded with a coordinator class, where actions or states which constrain and those which are constrained adopt the corresponding roles in the coordinator. The roles are specified considering the constraints imposed by the events to be notified. All actions constrained are specified depending on a synchronous BoP notification that can be produced when the events constraining this action have occurred.

In order to validate the coordinated behaviour, we propose the execution of the specifications making use of the Maude language. This makes it necessary to establish the parallelism between the coordination mechanisms of CR and the mechanisms of Maude used to specify them (see Figure 3).

The classes of objects (corresponding with elements in IRDs) to be coordinated are represented in Maude as object modules. Each class defines the messages and rules describing the activities and actions of the elements represented and the state and the values represented as attributes of the class. Moreover, three other attributes are defined in all the classes to perform the coordination tasks:

- **Unlock**: To indicate the method that the object is allowed to execute.
- **Faction**: To inform about the method that has just finished. Initially, or when the information of the last method has been processed, its value is none.
- **actList**: Represents the object log, recording the sequence of methods executed and the state changes that occurred in the object.

Objects are not allowed to modify the value of **Unlock**, and cannot set **Faction** to the value **none**. These actions are controlled by special objects named notificators. There is a notificator for each method that can be invoked in an object, and for each state to be notified. Notificators intercept the messages invoking methods of an object. Each notificator associated to a method has a list of the different kinds of notifications to be performed. When a message is intercepted by the corresponding notificator, this performs all the notifications associated to the method invoked and determines whether the method can be allowed. If the method is allowed, the notificator sets the method to the **Unlock** attribute of the corresponding object. Depending on the kind of notification to make, the notifications can be performed before or after the execution of the method or just when the message is intercepted. Special notifications are produced when objects change their state. In this last case no methods are allowed, only the notification of state reached are performed.
The coordinators are represented by means of parameterized modules, where the parameters are defined using the same theory OBJT (see Figure 3). This theory represents the common attributes in all objects that are necessary to perform the coordination. The parameters represent the different roles defined in the coordinator. To make the binding between objects and the coordinator parameters, views are defined.

The definitions of the kinds of notifications used in a coordination module have to be imported making reference to the parameter (role) which is linked. The coordinator specifies the coordination constraints by means of rewriting rules, processing the event notifications received.

3.3 Behaviour Simulation
In order to generate an object configuration representing the system and a specific events occurrence, an object module is specified. This test module imports all the modules defining coordinators and classes of elements. In the coordinators, formal parameters are substituted for the views establishing the binding between a role and a specific object class. In addition, the instances of the coordinators, classes and a test sequence of messages are defined. The example module is executed and the configuration resulting can be checked with the expected configuration to determine if the result agrees with the expected coordinated behaviour. By changing the configuration, different situations and message sequences can be checked.

However, the Maude representation of CR is very complex and difficult for designers to understand because it introduces mechanisms to represent the coordination model that make the specification obscure. On the other hand CR syntax is very comprehensible, and for this reason the method provides a set of Maude specifications named CoordMaude defined in Sánchez-Alonso et al (2003), allowing the generation of the Maude specification of CR starting with the specification in CR. In this way, CoordMaude avoids the complexity of the specifications and allows the execution to simulate the system behaviour, contributing to the validation process.
3.4 Feedback and Refinements

Figure 4 shows the different representations generated by the environment. The translation in each step is made automatically, but practitioners can interact directly in each of the representations and continue with the next steps starting from that point. Step 1 in Figure 4, generates the formal representation of an IRD system diagram, and step 2 generates the corresponding representation in CR syntax. The successive refinements of the detailed system specifications providing details about the internal functionality of the system components can be defined starting from this representation. CR representation is translated (step 3) and executed by CoordMaude (step 4) to facilitate the validation task, and different system configurations and events can be tested to simulate system coordinated behaviour (step 5). The results are fed back to practitioners to determine whether the system behaviour is what was expected or not. In this last case, they could apply the necessary changes to solve the problems detected, starting from any of the system representations.

3.5 Accordance Checker

With the aim of checking the accordance between the different abstraction levels resulting in the development stages, a verification process is required. It is particularly necessary to check whether all the initial requirements are maintained and also whether detailed specifications introduce constraints or requirements that are not present in the initial requirements model. Although this should not occur in the automatic process along all the steps in COFRE, the refinement process (allowing the manual modification of specifications) could introduce changes affecting the system configuration and the components interactions.

In this work, the specific goal is to guarantee that the elements and coordination constraints expressed in the IRD diagrams are in accordance with the objects and coordinators definitions (in the Maude representation of the system), adopting the CR model. This means that all the interactions and their features present in an IRD diagram must be present in the specification of the system adopting CR. However, the lower level specification can contain relative features detailing
internal behaviour in the objects corresponding to the elements in the IRD diagrams that are not present in IRDs representation. This is due to the different abstraction level between both representations and occurs throughout all the refinements in the system, and this case must not be considered a lack of accordance.

The accordance checker tool included in COFRE analyzes both representations detecting a lack of accordance. This tool is developed in *Maude* making use of the reflective capability, and to facilitate the checking process, the specifications syntax needs to be very restricted. The checker starts from the two Maude system specifications: the IRD formal representation and the CR representation. First, the checks are made with regard to the elements present in the system IRD. All of them must appear as objects in the system specification. The opposite does not have to be true, because other objects can appear in the specification to consider design or implementation details. The condition is that these additional objects do not participate in the system coordination constraints. For each element, all of its features are compared with the corresponding object features of the detailed specification. Second, the tool examines the relations between elements in the IRD and compares them with the coordination patterns described in the detailed specification. In this case each relation is matched to a coordination pattern and no constrains can be imposed in either representation that does not appear in the other. If there is a lack of accordance between the system IRD and the detailed specification, the tool returns an error message announcing the origin of the error. It can have warning messages if there are few differences between both representations. The verification tool also informs about the detailed objects and features present in the specification representation and they are not present in the corresponding IRD.

The tool can be used to check the specification resulting after each refinement iteration with the requirements specification reflected in the system IRD.

4. FUTURE WORK
At present, COFRE is being applied to a project for the development of domotic systems. CR syntax is well known by practitioners who have noticed the facility to obtain the CR specification from IRD graphic representation. The simulation of different configurations to validate the system coordinated behaviour is a useful tool in their opinion but they have had to be trained in *Maude* to interpret the results of the simulation process. They have noticed the need to improve the interface of this tool to make transparent the mechanisms to represent CR in *Maude* when the simulation is performed. With regard to the accordance verification tool, practitioners have expressed their satisfaction in detecting unnoticed mistakes. The modifications and additions to the specification in the refinement iterations have been made from CR representation.

As practitioners have suggested, the simulation step must be improved, developing a tool that facilitates the simulation process and the resulting interpretation.

The generation of *Java* code starting from detailed specifications is another future work to consider.

One of the aims of this work is to consider the correspondence between the formal representation of the system and UML. The Classes Diagram generation is our starting point.

5. CONCLUSIONS
The system requirements representation must be done making use of a model that facilitates the comprehension and the development of the posterior phases. Particularly in coordination systems, the adoption of a coordination model must be facilitated. Moreover, the system behaviour needs to be validated from the early stages, and the accordance between different system representations verified.
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For this purpose, COFRE has been developed, containing a set of techniques and tools to simplify the specification and development of systems with important coordination constraints. Thus, the main advantages of the set of techniques composing COFRE are:

1. By using IRDs, the coordinated interactions between components can be specified independently from component functionality. Thus, IRDs make the formal specification of complex systems easier by focusing on how components interact and abstracting from specifications of components' internal behaviour.

2. IRDs are more suitable graphical and visual specification tools than formal specification languages. By using IRDs, stakeholders can easily understand the specification of the rules that govern the interaction between components.

3. The formal representation of IRDs in Maude avoids the ambiguity that can be produced from the graphical representation, adding precision to the model. On the other hand the graphic representation makes the understanding of the formal specification of the system easy.

4. The adoption of a specific coordination model is facilitated from early stages in the development process due to the separation of functional and coordination concerns.

5. The features and event notification protocols are represented in Maude to make use of the rewrite engine of the language and with the aim to simulate the system behaviour with different configurations. Thus, stakeholders are allowed to check whether the specified system produces the expected results, contributing to the validation process.

6. The execution of the system representation adopting CR syntax is possible by using CoordMaude. This tool extends Maude accepting specifications made on CR and generating all the mechanisms needed to represent and execute the coordination model.

7. Formal representation of IRDs can be checked with the specifications resulting from the application of the coordination model to determine whether the accordance between both representations is maintained. The accordance checker detects errors in the representation of interactions between components or constraints that do not exist in the initial requirements descriptions.
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